## Подключение к базе данных

В любом проекте WPF, как и в ряде других типов проектов для .NET, по умолчанию есть файл конфигурации, который называется *app.config* и который имеет следующее содержимое:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | <?xml version="1.0" encoding="utf-8" ?>  <configuration>      <startup>          <supportedRuntime version="v4.0" sku=".NETFramework,Version=v4.6" />      </startup>  </configuration> |

Добавим в него строку подключения к бд, изменив файл следующим образом:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | <?xml version="1.0" encoding="utf-8" ?>  <configuration>      <startup>          <supportedRuntime version="v4.0" sku=".NETFramework,Version=v4.6" />      </startup>    <connectionStrings>     <add name="DefaultConnection"          connectionString="Data Source=.\SQLEXPRESS;Initial Catalog=mobiledb;Integrated Security=True"         providerName="System.Data.SqlClient"/>    </connectionStrings>  </configuration> |

Для определения всех подключений в программе в пределах узла <configuration> добавляется новый узел <connectionStrings>. В этом узле определяются строки подключения с помощью элемента <add>. Каждая строка подключения имеет название, определяемое с помощью атрибута name. В данном случае строка подключения называется "DefaultConnection". Название может быть произвольное.

Атрибут connectionString собственно хранит строку подключения. Он состоит из трех частей:

* Data Source=.\SQLEXPRESS: указывает на название сервера. По умолчанию для MS SQL Server Express используется ".\SQLEXPRESS"
* Initial Catalog=mobiledb: название базы данных. Так как база данных называется mobiledb, то соответственно здесь данное название и указываем
* Integrated Security=True: задает режим аутентификации

Так как мы будем подключаться к базе данных MS SQL Server, то соответственно мы будем использовать провайдер для SQL Server, функциональность которого заключена в пространстве имен System.Data.SqlClient.

Далее определим код графического интерфейса в xaml:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34 | <Window x:Class="DbApp.MainWindow"          xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"          xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"          xmlns:d="http://schemas.microsoft.com/expression/blend/2008"          xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"          xmlns:local="clr-namespace:DbApp"          mc:Ignorable="d"          Title="MainWindow" Height="250" Width="350" Loaded="Window\_Loaded">      <Window.Resources>          <Style TargetType="Button">              <Setter Property="Margin" Value="20 8 20 8" />              <Setter Property="Width" Value="100" />              <Setter Property="Height" Value="30" />          </Style>      </Window.Resources>      <Grid>          <Grid.RowDefinitions>              <RowDefinition Height="\*" />              <RowDefinition Height="Auto" />          </Grid.RowDefinitions>          <DataGrid AutoGenerateColumns="False" x:Name="phonesGrid">              <DataGrid.Columns>                  <DataGridTextColumn Binding="{Binding Title}" Header="Модель" Width="120"/>                  <DataGridTextColumn Binding="{Binding Company}" Header="Производитель" Width="125"/>                  <DataGridTextColumn Binding="{Binding Price}" Header="Цена" Width="80"/>              </DataGrid.Columns>          </DataGrid>            <StackPanel HorizontalAlignment="Center"  Grid.Row="1" Orientation="Horizontal">              <Button x:Name="updateButton" Content="Обновить" Click="updateButton\_Click" />              <Button x:Name="deleteButton" Content="Удалить" Click="deleteButton\_Click" />          </StackPanel>      </Grid>  </Window> |

Здесь определен довольно простой интерфейс: датагрид для отображения данных, и две кнопки для обновления данных в бд и для удаления. В итоге приложение будет выглядеть следующим образом:

![C:\Users\KAB6-Teacher\Pictures\19.8.png](data:image/png;base64,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)

Теперь определим код подключения и все обработчики кнопок в файле кода c#:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86 | using System;  using System.Windows;  using System.Windows.Controls;  using System.Data.SqlClient;  using System.Data;  using System.Configuration;    namespace DbApp  {      public partial class MainWindow : Window      {          string connectionString;          SqlDataAdapter adapter;          DataTable phonesTable;            public MainWindow()          {              InitializeComponent();              // получаем строку подключения из app.config              connectionString = ConfigurationManager.ConnectionStrings["DefaultConnection"].ConnectionString;          }            private void Window\_Loaded(object sender, RoutedEventArgs e)          {              string sql = "SELECT \* FROM Phones";              phonesTable = new DataTable();              SqlConnection connection=null;              try              {                  connection = new SqlConnection(connectionString);                  SqlCommand command = new SqlCommand(sql, connection);                  adapter = new SqlDataAdapter(command);                    // установка команды на добавление для вызова хранимой процедуры                  adapter.InsertCommand = new SqlCommand("sp\_InsertPhone", connection);                  adapter.InsertCommand.CommandType = CommandType.StoredProcedure;                  adapter.InsertCommand.Parameters.Add(new SqlParameter("@title", SqlDbType.NVarChar, 50, "Title"));                  adapter.InsertCommand.Parameters.Add(new SqlParameter("@company", SqlDbType.NVarChar, 50, "Company"));                  adapter.InsertCommand.Parameters.Add(new SqlParameter("@price", SqlDbType.Int, 0, "Price"));                  SqlParameter parameter = adapter.InsertCommand.Parameters.Add("@Id", SqlDbType.Int, 0, "Id");                  parameter.Direction = ParameterDirection.Output;                    connection.Open();                  adapter.Fill(phonesTable);                  phonesGrid.ItemsSource = phonesTable.DefaultView;              }              catch(Exception ex)              {                  MessageBox.Show(ex.Message);              }              finally              {                  if(connection!=null)                      connection.Close();              }          }            private void UpdateDB()          {              SqlCommandBuilder comandbuilder = new SqlCommandBuilder(adapter);              adapter.Update(phonesTable);          }            private void updateButton\_Click(object sender, RoutedEventArgs e)          {              UpdateDB();          }            private void deleteButton\_Click(object sender, RoutedEventArgs e)          {              if (phonesGrid.SelectedItems != null)              {                  for (int i = 0; i < phonesGrid.SelectedItems.Count; i++)                  {                      DataRowView datarowView = phonesGrid.SelectedItems[i] as DataRowView;                      if (datarowView != null)                      {                          DataRow dataRow = (DataRow)datarowView.Row;                          dataRow.Delete();                      }                  }              }              UpdateDB();          }      }  } |

Вся работа с бд производится стандартными средствами ADO.NET и прежде всего классом SqlDataAdapter. Вначале мы получаем в конструкторе строку подключения, которая определена выше в файле *app.config*:

|  |  |
| --- | --- |
| 1 | connectionString = ConfigurationManager.ConnectionStrings["DefaultConnection"].ConnectionString; |

Чтобы задействовать эту функциональность, нам надо добавить в проект библиотеку **System.Configuration.dll**.

Далее в обработчике загрузки окна Window\_Loaded создаем объект SqlDataAdapter:

|  |  |
| --- | --- |
| 1 | adapter = new SqlDataAdapter(command); |

В качестве команды для добавления объекта устанавливаем ссылку на хранимую процедуру:

|  |  |
| --- | --- |
| 1 | adapter.InsertCommand = new SqlCommand("sp\_InsertPhone", connection); |

Получаем данные из БД и осуществляем привязку:

|  |  |
| --- | --- |
| 1  2 | adapter.Fill(phonesTable);  phonesGrid.ItemsSource = phonesTable.DefaultView; |

За обновление отвечает метод UpdateDB():

|  |  |
| --- | --- |
| 1  2  3  4  5 | private void UpdateDB()  {      SqlCommandBuilder comandbuilder = new SqlCommandBuilder(adapter);      adapter.Update(phonesTable);  } |

Чтобы обновить данные через SqlDataAdapter, нам нужна команда обновления, которую можно получить с помощью объекта SqlCommandBuilder. Для самого обновления вызывается метод adapter.Update().

Причем не важно, что мы делаем в программе - добавляем, редактируем или удаляем строки. Метод adapter.Update сделает все необходимые действия. Дело в том, что при загрузке данных в объект DataTable система отслеживает состояние загруженных строк. В методе adapter.Update() состояние строк используется для генерации нужных выражений языка SQL, чтобы выполнить обновление базы данных.

В обработчике кнопки обновления просто вызывается этот метод UpdateDB, а в обработчике кнопки удаления предварительно удаляются все выделенные строки.

Таким образом, мы можем вводить в DataGrid новые данные, редактировать там же уже существующие, сделать множество изменений, и после этого нажать на кнопку обновления, и все эти изменения синхронизируются с базой данных.

Причем важно отметить действие хранимой процедуры - при добавлении нового объекта данные уходят на сервер, и процедура возвращает нам id добавленной записи. Этот id играет большую роль при генерации нужного sql-выражения, если мы захотим эту запись изменить или удалить. И если бы не хранимая процедура, то нам пришлось бы после добавления данных загружать заново всю таблицу в datagrid, только чтобы у новой добавленной записи был в datagrid id. И хранимая процедура избавляет нас от этой работы.

Также здесь мы могли бы выполнять обновление данных сразу после редактирования строки. Для этого нужно задействовать событие RowEditEnding элемента DataGrid:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | public MainWindow()  {      InitializeComponent();        connectionString = ConfigurationManager.ConnectionStrings["DefaultConnection"].ConnectionString;      phonesGrid.RowEditEnding += PhonesGrid\_RowEditEnding;  }    private void PhonesGrid\_RowEditEnding(object sender, DataGridRowEditEndingEventArgs e)  {      UpdateDB();  } |

И если после окончания редактирования мы нажмем на Enter, то срабатает обработчик события RowEditEnding, который обновит базу данных.

Итак, здесь рассмотрен простейший способ работы с базой данных в WPF. Далее мы рассмотрим еще один способ, который подразумевает применение технологии Entity Framework.